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**Поставленная задача**

Найти в графе и вывести любые наибольшее независимое множество вершин и наименьшее вершинное покрытие.

**Используемый язык программирования**

Python 3.12.6

**Описание алгоритма**

Нахождение наибольшего независимого множества вершин:

Инициализация:

X ← ∅

max\_size ← 0

stack ← [(∅, {0, 1, 2, ..., V-1})]

Пока stack не пуст:

(S, T) ← stack.pop()

Если |S| > max\_size:

X ← S

max\_size ← |S|

Для каждой вершины v из T:

Если ∀u ∈ S: adj\_matrix[v][u] = 0:

new\_T ← T \ {v}

stack.push((S ∪ {v}, new\_T))

Вернуть X

Нахождение наименьшего вершинного покрытия множества:

min\_vertex\_cover = [v for v in range(self.V) if v not in max\_independent\_set]

**Пример работы алгоритма**

Для примера рассмотрим граф.

![](data:image/png;base64,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)

|  |  |  |  |
| --- | --- | --- | --- |
|  | 0 | 1 | 2 |
| 0 | 0 | 1 | 0 |
| 1 | 1 | 0 | 1 |
| 2 | 0 | 1 | 0 |

Поиск наибольшего независимого множества:

Инициализация:

X = ∅

max\_size = 0

stack = [(∅, {0, 1, 2})]

Шаг 1:

Достаем из стека: (S, T) = (∅, {0, 1, 2})

max\_size = 0, S = ∅ → Ничего не обновляем

Перебираем вершины в T:

v = 0:

Условие ∀u ∈ S: adj\_matrix[0][u] = 0 выполняется

new\_T = {1, 2}

Добавляем в стек: ({0}, {1, 2})

v = 1:

Условие ∀u ∈ S: adj\_matrix[1][u] = 0 выполняется

new\_T = {0, 2}

Добавляем в стек: ({1}, {0, 2})

v = 2:

Условие ∀u ∈ S: adj\_matrix[2][u] = 0 выполняется

new\_T = {0, 1}

Добавляем в стек: ({2}, {0, 1})

Шаг 2:

Достаем из стека: (S, T) = ({2}, {0, 1})

max\_size = 0, |S| = 1 → Обновляем: X = {2}, max\_size = 1

Перебираем вершины в T:

v = 0:

Условие ∀u ∈ S: adj\_matrix[0][u] = 0 выполняется

new\_T = {1}

Добавляем в стек: ({2, 0}, {1})

v = 1:

Условие ∀u ∈ S: adj\_matrix[1][u] = 1 не выполняется

Шаг 3:

Достаем из стека: (S, T) = ({2, 0}, {1})

max\_size = 1, |S| = 2 → Обновляем: X = {2, 0}, max\_size = 2

Перебираем вершины в T:

v = 1:

Условие ∀u ∈ S: adj\_matrix[1][u] = 1 не выполняется

Шаг 4:

Достаем из стека: (S, T) = ({1}, {0, 2})

max\_size = 2, |S| = 1 → Ничего не обновляем

Перебираем вершины в T:

v = 0:

Условие ∀u ∈ S: adj\_matrix[0][u] = 1 не выполняется

v = 2:

Условие ∀u ∈ S: adj\_matrix[2][u] = 1 не выполняется

Шаг 5:

Достаем из стека: (S, T) = ({0}, {1, 2})

max\_size = 2, |S| = 1 → Ничего не обновляем

Перебираем вершины в T:

v = 1:

Условие ∀u ∈ S: adj\_matrix[1][u] = 1 не выполняется

v = 2:

Условие ∀u ∈ S: adj\_matrix[2][u] = 0 выполняется

new\_T = {1}

Добавляем в стек: ({0, 2}, {1})

Шаг 6:

Достаем из стека: (S, T) = ({0, 2}, {1})

max\_size = 2, |S| = 2 → Ничего не обновляем

Перебираем вершины в T:

v = 1:

Условие ∀u ∈ S: adj\_matrix[1][u] = 1 не выполняется

Завершение:

Стек пуст.

Ответ: X = {0, 2}, max\_size = 2

Поиск наименьшего вершинного покрытия:

- Вершины графа: V = {0, 1, 2}.

- Независимое множество: I = {0, 2}.

- Наименьшее вершинное покрытие:

min\_vertex\_cover = V \ I = {1}.

**Сложность алгоритмов**

Наибольшее независимое множество: Алгоритм перебирает все возможные подмножества вершин графа, а их количество равно 2^V. Для каждого состояния (S, T) выполняется проверка смежности между вершинами множества S, что занимает O(V) операций в худшем случае. Итоговая временная сложность: O(V \*2^V)

Наименьшее вершинное покрытие: Генерация списка всех вершин range(self.V) занимает O(V). Проверка каждой вершины на принадлежность занимает O(1). Итоговая временная сложность: O(V)

**Входные и выходные данные**

Входные данные. Квадратная матрица n×n, где n — количество вершин в графе. Каждая строка матрицы представляет связи (ребра) для одной вершины.

Выходные данные. Записывается в файл строки вида:  
Наибольшее независимое множество вершин: {наибольшее независимое множество вершин}

Наименьшее вершинное покрытие: {множество вершин которое является наименьшим вершинным покрытием}

**Область применимости**

Алгоритм для нахождения максимального независимого множества (MIS) и минимального вершинного покрытия (MVC) подходит для определённых типов задач и графов. MIS часто используется для разделения графов на независимые компоненты или кластеры. Пример — задачи кластеризации в сетях, когда нужно выделить группы объектов, которые не взаимодействуют напрямую. MVC используется для минимизации количества узлов, которые должны быть подключены для обеспечения полной связи между всеми элементами сети. В задачах настройки беспроводных и проводных сетей — это критично для сокращения затрат на оборудование и обеспечение эффективной работы сети.

**Представление графов в программе**

Для представления графа в программе я буду использовать матрицу смежности. Доступ к данным в матрице занимает O(1) что делает возможным прямую и быструю работу с каждой парой вершин. Кроме того, добавление или удаление ребра также выполняется за O(1), так как достаточно изменить один элемент матрицы.

**Вывод**

Алгоритмы для нахождения максимального независимого множества (MIS) и минимального вершинного покрытия (MVC) являются важными инструментами в теории графов и находят широкое применение в различных областях, таких как оптимизация сетевых структур, планирование, биоинформатика и логистика. Несмотря на их теоретическую значимость, выбранный алгоритм имеет экспоненциальную сложность.